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Abstract. Existing tools for generating application programming interfaces (APIs) for ontologies lack sophisticated support for mapping the logics-based concepts of the ontology to an appropriate object-oriented implementation of the API. Such a mapping has to overcome the fundamental differences between the semantics described in the ontology and the pragmatics, i.e., structure, functionalities, and behavior implemented in the API. Typically, concepts from the ontology are mapped one-to-one to classes in the targeted programming language. Such a mapping only produces concept representations but not an API at the desired level of granularity expected by an application developer. We present a Model-Driven Engineering (MDE) process to generate customized APIs for ontologies. This API generation is based on the semantics defined in the ontology but also leverages additional information the ontology provides. This can be the inheritance structure of the ontology concepts, the scope of relevance of an ontology concept, or design patterns defined in the ontology.

1 Introduction

Ontologies are a powerful means to model and represent semantic, structured data on the web. In order to use this knowledge in concrete applications, appropriate application programming interfaces (APIs) are required. Recently, tools to generate APIs for ontologies such as OWL2Java [5], Alibaba¹, and ActiveRDF [8] have gained widespread popularity. However, the existing tools generate ontology APIs in a naive way.

The main challenge when generating APIs for ontologies is to bridge the gap between the semantic description in the logics-based ontology and the pragmatic handles needed by an object-oriented API. To this end, we have to abstract from the “what” that is defined in the ontology and the “how” to use this ontology through an API. In the naive approach, each ontology concept is mapped to one API class. This only produces concept representations but does not provide information about how to use these representations, i.e., which classes have to be instantiated. Thus, an additional layer is required to sufficiently abstract from the knowledge structure defined by the ontology. This layer defines which objects

¹ http://www.openrdf.org/doc/alibaba/2.0-alpha4/ last visit June 10, 2010
and properties have to be used together to provide appropriate and easy to use API functionalities. This kind of usable abstraction is not provided by existing tool support for generating ontology APIs. Our experience in developing such usable APIs for our ontologies like the Event-Model-F [12] and X-COSIMO [2] has shown that it is a cumbersome and error-prone process.

To alleviate this situation, we present a multi-stage Model-Driven Engineering (MDE) process to generate customized APIs for ontologies. In order to handle the API generation process, we introduce two models as intermediate steps: The Model for Ontologies (MoOn) bases on the Ontology Definition Metamodel (ODM) [7] and uses its OWL profile to represent ontologies in UML without losing the semantics. The ODM provides various models for representing different Description Logic (DL) operators. The models for some of these operators like IntersectionOf and Union do not follow the UML specification. Thus, we have developed modified models in order to use them directly in the API generation process. The representation of the ontology in MoOn is mapped to the Ontology API model (OAM). The OAM is an abstract syntax to model the final, object-oriented representation of the API. It can be mapped directly to a concrete programming language such as Java.

Using the two models MoOn and OAM, application developers can customize the API they like to generate. While there exists a default mapping from an OWL based ontology to an object-oriented API via MoOn and ODM, the application developer may want to add information about the API structure and about the way how the ontology should be used. In addition, he can add additional information about how existing target APIs should be aligned with the ontology. This is useful, e.g., to integrate an existing storage infrastructure API for binary large objects with the ontology API. Thus, the application developer can customize the mapping from the ontology to the API according to his needs.

To illustrate the challenge of generating usable APIs from ontology definitions, we first introduce an example ontology for representing multimedia metadata and its corresponding API and refer to it throughout the paper. Subsequently, we discuss in Section 3 what kind of information is in principle required for generating such ontology APIs and conduct a thorough analysis of the problem. In Section 4, we present possible sources for obtaining this information and how it is used to model the API. We present our model-driven process for ontology APIs in Section 5 and its implementation in Section 6. The current state of the art is reviewed in Section 7, before we conclude the paper.

2 Running Example: Ontology-based Modeling of Multimedia Metadata

We first present an example of an ontology-based modeling of the annotation and decomposition of a multimedia presentation. Secondly, we introduce the structure and functionality of an ideal API for this ontology.
2.1 Decomposition and Annotation of a Multimedia Presentation

The concrete example in Figure 1 shows an excerpt of an ontology modeling multimedia metadata. The multimedia presentation Presentation-1 is decomposed into two images, Image-1 and Image-2. Image-1 is annotated with an EXIF geocoordinate Geo-Point-1 by the user Paul-1. Figure 1 shows also further individuals such as CompositeConcept-1 classifying the Presentation-1 as composite in the decomposition and ComponentConcept-1 and ComponentConcept-2 that denote Image-1 and Image-2 are components. In addition, there are also some additional ontology classes shown such as Image and Region and their inheritance structure.

The example is based on our Multimedia Metadata Ontology (M3O) [11] for representing annotation, decomposition and provenance information of multimedia data. Although the example seems to be quite small, the ontology presented allows for sophisticated features in terms of annotating and decomposing multimedia content. Not only the Presentation-1 can be decomposed into images, but also the images such as Image-2 can be decomposed into segments. In addition, besides the annotation of a single Image-1, also the image segments as well as the Presentation-1 itself can be annotated. Finally, by attaching information about the creator of an annotation such as Paul-1 for Image-1, the ontology also provides for modeling provenance information.

Fig. 1. Instance of an Ontology-based Annotation and Decomposition of a Multimedia Presentation and some Additional Ontology Classes
2.2 Ideal API for the Running Example

An ideal ontology API defines class handles for the central concepts of the ontology and provides functionality for using these classes. For the ontology example above, Figure 2 shows an excerpt of the ideal ontology API. It provides a distinct class for each central concept of the ontology such as Presentation and Image for multimedia objects and GeoPoint for metadata objects. As functionalities, we provide decomposition and annotation of multimedia objects. They are represented by the classes Decomposition and AnnotationSet in the API. The interface InformationEntity is implemented by Presentation and Image. This is required to provide annotation and decomposition of arbitrary multimedia objects as the methods addAnnotation(...) and addDecomposition(...) in the classes AnnotationSet and Decomposition show. The class AnnotationSet allows to attach multiple AnnotationEntities to an InformationEntity. The API interface AnnotationEntity refers to the ontological concept Entity from the example above. The AnnotationEntity interface is implemented in classes such as GeoPoint. As the term entity is not very intuitive for application developers using the API, the more conclusive term annotation entity is used instead. Finally, when creating an object of the AnnotationSet class, besides the InformationEntity to be annotated also a User parameter is provided. This allows to represent annotations coming from different users, i.e., distinguishing the provenance of annotation information.

Fig. 2. Model of an Ideal API for the Running Example
3 Information Required for Generating Ontology APIs

The API generation process starts from the ontology definition and ends up in the generation of the API code. To this end, the process has to bridge the fundamental difference between the semantics defined in the ontology (the “what”) and the pragmatic handles provided by the API (the “how to use”). The ontology provides a structured representation of the knowledge the application has to deal with. For example, the ontology presented in Section 2.1 can be used by a multimedia management system to represent the annotation and decomposition of multimedia presentations. However, the ontology per se does not provide all information needed to generate an ideal API as depicted in Figure 2. With other words, not all design decisions of the API can be directly motivated from the ontology. In this section, we analyze what kind of information is required and missing in order to generate the ideal API.

(A) Concept Representations An important questions is how to represent the concepts of the ontology in the API. The ideal API in Section 2.2 proposes class representations only for selected concepts from the ontology. This is motivated from the application developer’s point of view, who needs classes for the concepts Presentation, Image and EXIFGeoPoint. These concepts and their respective API classes constitute the “content” the multimedia management applications deals with. However, in order to support the full ontological knowledge representation also the other concepts need to be supported in the API. For example, for the decomposition of a Presentation-1 in a concrete application context also the concepts CompositeConcept-1, ComponentConcept-1, ComponentConcept-2, DecompositionDescription-1, and DecompositionSituation-1 are needed. This divides the concepts in an ontology into two disjoint sets of concepts. We call the set of concepts providing content to the API content concepts and the set that only serves structural purposes structure concepts. The information required to split the concepts into these two sets is not available in ontology definitions. For reason of completeness, the individuals of content concepts and structure concepts are called content individuals and structure individuals. Table 1 defines the existential conditions for both content individuals and structure individuals. It shows the scope of the individuals and provides examples.

(B) Pragmatic Units An API provides functionalities to the application developer in order to access and use the structured knowledge defined in the ontology. Each functionality involves different concepts of the ontology and the relationships between them. These concepts are either classified as content concepts or structure concepts. Based on this, we can now precisely define a pragmatic unit as triple PU = (CO, SO, R) consisting of a set of content concepts CO, a set of structure concepts SO, and a set of relations R between the content concepts and structure concepts. For our running example, we find two pragmatic units for decomposition and annotation as depicted in Figure 3. From the ontology
definition, we need information how many pragmatic units it contains and how they are defined.

<table>
<thead>
<tr>
<th></th>
<th>CONTENT INDIVIDUALS</th>
<th>STRUCTURE INDIVIDUALS</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Existence</strong></td>
<td>Stand-alone</td>
<td>Only in the context of a pragmatic unit</td>
</tr>
<tr>
<td><strong>Scope</strong></td>
<td>Used in multiple pragmatic unit instances</td>
<td>Unique to one pragmatic unit instance</td>
</tr>
<tr>
<td><strong>Example</strong></td>
<td>Presentation-1, Image-1, Image-2, and the GeoPoint-1 in the running example</td>
<td>DecompositionSituation-1, GeoLocQuality-1, ComponentConcept-2 and the other concepts in the running example</td>
</tr>
</tbody>
</table>

Fig. 3. Pragmatic Units in the Running Example

(C) Method Contracts In our example, the API provides the functionalities for annotating and decomposing multimedia presentations. In a specific programming environment, the application developer may want to ensure that each decomposition has at least two known components. Thus, when calling the methods `addComponent(…)` and `removeComponent(…)` of the Decomposition class it needs to ensure that there are at least two components. In our example ontology in Figure 2, there have to be at least two components like Image-1 and
Image-2 of the presentation decomposition. If this constraint is not fulfilled, an ideal API should raise an exception and notify the application about the inconsistency. This behavior of the API is specified in the so-called method contracts. However, the logic world of ontologies with its open world assumption does not require the existence of at least one component individual. A reasoner would not fail because of a missing individual and just assumes that it does not know it.

Thus, in this case the behavior of the API is more restrictive in terms of ensuring consistency of the represented information than the ontology. It is not possible to create a decomposition with less than the minimum number of components using the API whereas this does not cause any inconsistencies for the ontological knowledge representation.

However, it is also possible that the ontology is more restrictive than its API. This is the case when the API cannot ensure consistency and needs to fall back to a reasoner running in the background to decide whether a specific operation is allowed or not. For example, there might be an API for modeling the configuration of a car’s equipment. Depending on the different extras such as air conditioning and radio, the car has to be equipped with a different generator. Here, it must be possible to create different configurations using the API, i.e., a specific selection of extras and generator. Only then, the reasoner is applied to determine whether the given configuration is a valid one. Thus, in this case it is possible to create invalid car configurations using the API and determining this invalidity only by using the reasoner.

In a third case, the API might call a reasoner in the background for each operation it performs. Thus, whenever the application using the API calls one of its functionality, the reasoner is used to check the validity of the operation. Based on the result the reasoner computes, the API adapts its behavior and either raises an exception or not. This behavior should also be configurable by the application developer.

These differences in the behavior of the ontology and the ideal API need to be considered and information is required from the ontology to specify the API method contracts. In the remainder of this paper, we consider the first case where the API is more restrictive than the ontology.

(D) Inheritance Structure The concepts defined in an ontology have different relationships. Of particular interest is the inheritance relationship that classifies ontology concepts into sub-concepts and super-concepts. The challenge when generating an API from the ontology definition is that not all of these inheritance relationships and the corresponding concepts need to be mapped to the API.

Looking at the running example of our multimedia metadata ontology in Figure 1, we see that both concepts Image and Presentation inherit from the super-concept InformationEntity. In the ideal API depicted in Figure 2, this is reflected by the classes Image and Presentation implementing the interface InformationEntity. This interface is needed in order to apply the API’s annotation functionality and decomposition functionality on any multimedia content that is of type InformationEntity.
However, the running example depicted in Figure 1 also shows the concept Region for which we do not find a counterpart in the API. Thus, for generating an ontology-based API we need information how to abstract a lean and useful inheritance structure from the often complicated inheritance structure of an ontology. We need to know which classes in the inheritance structure are to be represented by the API and which not.

4 Modeling Ontology-based APIs

The information needed to map the ontology definition to the target API must be in principle provided by the API developer. For example, the API developer identifies the pragmatic units of the ontology and defines API functionality in terms of classes and methods for it. He also decides which concepts in the ontology inheritance structure are mapped to abstract classes or interfaces in the API. Our past experience in developing such ideal APIs for ontologies such as the Event-Model-F [12] and X-COSIMO [2] has shown that such a manual creation is very cumbersome and error-prone. Thus, one should obtain as much as possible information automatically from the ontology definition. In this section, we describe the modeling of ideal ontology-based APIs and present possible sources how the required information can be obtained from ontology definition.

4.1 Modeling the Class Representations for the API

According to our problem analysis in Sections 3 (A) and 3 (B), we need to model representations for the ontology concepts and pragmatic units in our API. In contrast to the simple concept-to-class mapping of existing approaches, we model only selected concepts through dedicated API classes as described in Section 3 (A). In addition to this, we model and implement class representations for the pragmatic units provided by the API.

In the past, we have developed ontologies such as the Event-Model-F [12] and X-COSIMO [2]. For these ontologies, we have followed a pattern-based ontology design approach [1]. Ontology design patterns are generic solutions to recurring modeling problems. From the experiences developing such pattern-based ontologies, we have realized that the patterns in the ontologies correlate to the pragmatic units discussed in Section 3 (B). Also our ontology exampled based on the M3O in Section 2.1 follows this pattern-based approach. It provides among others the annotation pattern and the decomposition pattern. Thus, patterns help us in identifying the pragmatic units, i.e., to raise the level of abstraction at which the ontology is formulated [4]. In addition, the patterns help in classifying the ontology concepts as introduced in Section 3 (A) into content concepts and structure concepts. When a concept is referenced in multiple patterns, it is a strong sign that this concept has a content nature, i.e., is central to the domain under consideration.

Corresponding to the decomposition pattern, the ideal API as depicted in Figure 2 provides the class Decomposition. It is associated through the Information-Entity interface to the specializations Presentation and Image. These subclasses
are the content concepts of the pragmatic unit of the decomposition. For the annotation pattern, the ideal API provides the class `AnnotationSet`, associated through the interface `InformationEntity` and `AnnotationEntity` to the specializations `Presentation`, `Image`, and `GeoPoint`. These specializations are the content concepts of the pragmatic units of the annotation. All structure concepts of the pragmatic units for decomposition and annotation are implemented as pairs of attributes in the API classes `Decomposition` and `AnnotationSet` (not shown in Figure 2). The pair of class attributes for each structure concepts consists of one URI for the individual and one for the concept.

Based on this, we are able to define pragmatic mapping units for ontology APIs. A pragmatic mapping unit is a quadruple $PMU = (MC, PU, CC, MT)$. It consists of a single mapping class $MC$ that is created for each pragmatic unit $PU$, a set of content classes $CC$ representing the content concepts of the pragmatic unit, and a set of mapping tuples $MT = \{ < ID_1, Type_1 >, ..., < ID_n, Type_n > \}$ for the structure concepts of the pragmatic unit where $n \geq 0$. A tuple $< ID_i, Type_i > \in MT$, $0 \leq i \leq n$ represents the individual URI and the concept URI of the structure concept. Instances of content classes are called content objects. As structure concepts are mapped as pairs of attributes in the mapping class $MC$, there is not structure concept or structure object on the API side. Table 2 shows the different concepts we have introduced for the ontology side and their counterparts in the API.

<table>
<thead>
<tr>
<th>Ontology</th>
<th>API</th>
</tr>
</thead>
<tbody>
<tr>
<td>Content concepts</td>
<td>Content classes</td>
</tr>
<tr>
<td>Content individuals</td>
<td>Content objects</td>
</tr>
<tr>
<td>Structure concepts</td>
<td>Class attributes</td>
</tr>
<tr>
<td>Structure individual</td>
<td>Individual URI and concept URI</td>
</tr>
<tr>
<td>Pragmatic unit</td>
<td>Pragmatic mapping unit</td>
</tr>
</tbody>
</table>

### 4.2 Modeling the Inheritance Structure of the API

Modeling the concrete class inheritance structure of the API as discussed in Section 3 (D) is dependent on the requirements of the concrete application. In our running example, the classes `Image` and `Presentation` implement the interface `InformationEntity` and the class `GeoPoint` implements the interface `AnnotationEntity`. These interfaces refer to the concepts `InformationEntity` and `Entity` of the ontology example depicted in Figure 2.1. Please note that the concept `Entity` has been renamed and implemented in the API by the interface `AnnotationEntity` to provide the application developer a more intuitive use of the API.

As we can see from the example, the inheritance structure of the ontology is more complex. The M3O bases on DOLCE+DnS Ultralight [6] with several layers of inheritance and further inter-concept relationships. For example, there is an inheritance relation from `Entity` to `InformationEntity`. There is also another
concept Region in the inheritance chain from Entity to GeoPoint. However, there 
are no API representations for these additional inheritance relations and the 
Region concepts.

Deciding which concepts in the inheritance hierarchy are mapped to interfaces or abstract classes in the API is not trivial. One condition for deciding which concepts in the ontology inheritance hierarchy are mapped to the API is looking at common super-classes of content concepts and the axiomatizations of the ontology to these super-classes. For example, the concept InformationEntity is a common super-concept of the two concepts Image and Presentation. In addition, the M3O provides an axiom saying that the AnnotatedConcept classifies only individuals of concept InformationEntity (not shown in Figure 1). This, together with the fact that the AnnotatedConcept is part of the pragmatic unit for annotations resulted in introducing the interface InformationEntity in the API. Whether to use interfaces or abstract classes is a design decision of the application developer and depends on the concrete usage context of the API.

4.3 Modeling the Class-Methods of the API

The methods provided by an API to work on the ontological knowledge representation can be distinguished into create, read, update, and delete (CRUD) methods. In the following, we investigate how the definition of the different CRUD methods interrelate with the representation structures of the API, i.e., the content classes, structure concept URIs, and pragmatic mapping units.

4.3.1 Create The initial method is the creation of content objects, structure concept representations, and pragmatic mapping units. We consider the following three cases:

C1: Create Content Objects From an application point of view it makes sense to create content objects such as Presentation-1 and Images-1. Create methods for content objects are unproblematic, as they have no side effects on the pragmatic mapping units the content object may be involved in.

C2: Create Structure Concept URIs Taking the distinction of Section 3 (A) into account, only the create method for content objects and pragmatic mapping units make sense. Structure concept URIs are only of relevance in the context of a specific pragmatic mapping unit. Thus they should be created with the corresponding pragmatic mapping unit itself.

C3: Create Pragmatic Mapping Units When creating a pragmatic mapping unit, all mandatory relationships defined between the concepts of the associated pragmatic unit have to be fulfilled. For example, a create method for the decomposition should instantiate all content classes CC representing the content concepts of the pragmatic unit and all mapping tuples MT representing the structure concepts. Thus, the mapping class MC of the pragmatic mapping unit has to instantiate all individual URIs and concept URIs for the structure concepts and
refer to at least three content objects, namely one composite and at least two components. In the case of references to dependent content object, we have to check whether they already exist in the knowledge base, i.e., have been created previously. In general, the create method for pragmatic mapping units has to fulfill all dependencies declared mandatory in the method contract as discussed in Section 3 (C).

4.3.2 Read With read methods, single content objects or pragmatic mapping units are read from the knowledge base. Thus, read methods are quite similar to create methods. The only difference is that the knowledge is obtained from the knowledge base. Like with all API methods, it is necessary to maintain a valid object structure. Especially in the Semantic Web environment, where we often have to deal with incomplete data in the knowledge base, a read method does not necessarily result in a valid API representation. Thus, we have to provide functionalities for recognizing incomplete data when conducting read methods.

R1: Read Content Objects In order to read complete content objects from the knowledge base, the information obtained from a read method has to cover all inner-concept dependencies of this particular content concept. For example, when reading GeoPoint-1 in our running example it has to have a property geo:lat as well as the property geo:long in order to create a complete content object.

R2: Read Structure Concept URIs As with the create method, a particular read method for structure objects is not meaningful. Structure concepts are unique to pragmatic units. Thus, the corresponding individual URI and concept URI are only of relevance in the context of a specific pragmatic mapping unit.

R3: Read Pragmatic Mapping Units For reading pragmatic mapping units, we have to ensure the existence of all mandatory content objects and structure concept URIs. To this end, the knowledge base must contain all information mandatory for instantiation of the pragmatic mapping unit. For example, to be able to create an Annotation object a read method has to provide information about all involved content objects and URIs for representing the structure concepts. Thus, the individual URI and concept URI for the structure individuals AnnotationDescription-1, AnnotationSituation-1, AnnotatedConcept-1, and AnnotationConcept-1 need to be present. For the content objects, we have to check if there already exist objects on API side, otherwise we have to perform a read method for Image-1 and GeoPoint-1 as well.

R4: Searching for Content Objects and Pragmatic Mapping Units Reading from a knowledge base always means querying for a specific content object, set of content objects, or pragmatic mapping units. Thus, an ontology API should provide functionalities for targeted search. For specific content objects, we use the individual URI. To retrieve a set of content objects we can use the class type URI of the objects. Due to the fact that a individual URI of a structure concept is unique to a pragmatic unit, using this URI allows us to query a single
pragmatic mapping unit instance. Another search feature provided might be retrieving all pragmatic mapping units that refer to a specific content object by using the content object’s individual URI. Further, possibly application-specific search functionality can be provided by an ontology API.

4.3.3 Delete The delete method can be a major source of problems regarding the consistency of pragmatic mapping units. This is due to the fact that a delete method performed on a single content object can affect multiple other content objects as well as mapping units. As with the create method, we distinguish between delete methods performed on content objects, structure concepts URIs, and pragmatic mapping units.

D1: Delete Content Objects Deleting a content object can affect different pragmatic mapping units and also single concept objects. For example, if the GeoPoint-1 object from the running example was deleted, the pragmatic mapping unit of its annotation would become meaningless. Or if we deleted one of the image objects from our example, the pragmatic mapping unit of the presentation decomposition become invalid as it requires two components.

As mentioned above these delete methods does not violate the consistency of the ontological knowledge due to the open world assumption. However, the API shall provide only meaningful pragmatic mapping units. A delete method on content objects has to recognize the use of the object in pragmatic mapping units and behave accordingly. One option would be to subsequently delete all pragmatic mapping units affected by the deletion of the particular content object, i.e., removing all corresponding pragmatic units from the triple-store. However in other cases, we might want to work with incomplete pragmatic mapping units when deleting a content objects. This is the case, when subsequently further methods on the incomplete pragmatic mapping unit are applied such as creation of two other content objects.

D2: Delete Structure Concept URIs Like the create method, also the delete method makes only sense for content objects and pragmatic mapping units. Thus they should be deleted when the corresponding pragmatic mapping unit is deleted.

D3: Delete Pragmatic Mapping Units When deleting whole pragmatic mapping units, we have to decide how to handle the content objects referred to by this unit. If a concrete content object is still referenced by another pragmatic mapping unit, we leave the content object untouched. But if the deleted pragmatic mapping unit is the last one referencing the content object, we have to decide how to handle the content object. To be able to detect such a case, it is important to count the references from pragmatic mapping units to the content objects. Based on this counter, we can decide whether a content object is deleted along with the pragmatic mapping unit or not. For example, one could decide to never delete a content object, even if the last referring pragmatic mapping unit is deleted. This decision is strongly influenced by the needs of the concrete application and should be configurable by the application developer.
4.3.4 Update
Update methods are combined delete methods and create methods. Thus, we delete the old individuals in the knowledge base and replace them by adding new individuals with the current values. We need to provide support for updating content objects and pragmatic mapping units.

5 Model-Driven Generation Process of Ontology APIs

In this section, we describe the concrete Model Driven Engineering (MDE) process of generating APIs from the ontology definition. Figure 4 depicts the multi-stage API generation process and the two intermediate representation models involved. We assume that the input to the process is an ontology defined in OWL. The ontology might be axiomatized using Description Logics (DL). The OWL-based definition of the ontology is represented using the Model for Ontologies (MoOn) as a metamodel. MoOn bases on the Ontology Definition Metamodel (ODM) [7] and extends it by models for some DL constructors. In this model, the ontology concepts are classified into content objects and structure objects as introduced in Section 3 (A). In addition, one can define which parts of the ontology inheritance structure are mapped. In the following transformation this ontology representation is transformed into the Ontology API Model (OAM). The OAM is an object-oriented representation of the resulting API. All special characteristics and properties of the intended API are defined in this model. The OAM comprises all necessary information to generate API code. We are able to use various tools to generate code from the OAM to an arbitrary programming language.

Fig. 4. The API Generation Process

5.1 Model for Ontologies

We use the stereotypes defined in the OWL profile of the ODM to represent OWL constructs in the MoOn. The ODM is a set of lightweight extensions to the UML2 Class Diagram, defined by the Object Management Group (OMG). To separate the pragmatic units from each other, a MoOn is structured as follows

- An UML:Model stereotyped with <<ontology>> for each ontology.
- An UML:Package stereotyped with <<pragmaticUnit>> for each pragmatic unit in the ontology.

Some of the models defined in the ODM to represent DL constructors are not UML-conform such as IntersectionOf and Union. Thus, we have modified these models in order to follow the UML-standard and be able to process them with the tools available today. We will make these models available together with the documentation of our software, when the paper is published.
We have introduced an additional profile with stereotypes to assign the ontology concepts to the sets of content concepts or structure concepts. Only the concepts that have been assigned to one of these sets are mapped to the OAM, i.e., content classes for content concepts and individual URI and concept URI for structure concepts. This gives the application developer a mechanism at hand to control which concepts of the ontology are represented in the API.

5.2 Ontology API Model

The Ontology API Model (OAM) describes the object-oriented structure of the API to generate. With OAM, it is possible to integrate classes from arbitrary existing frameworks or APIs into the ontology API and to add semantic information to these classes. For example, to use the java.awt.Image class of the Java AWT-Framework\(^2\), we integrate our API Image class from our running example by inheriting from java.awt.Image and modifying the classes’ constructors.

6 Implementation

We have presented the different stages and models of our model driven engineering process for pattern-based ontology APIs. To demonstrate the feasibility of our process, we have implemented it for generating Java-based APIs. The implementation of our model-driven API generation process uses a set of plug-ins for the Eclipse software development toolkit\(^3\). For the generation of the API, the first plug-in loads the OWL-based ontology and represents it using MoOn. The loading of the ontology is conducted using the OWL API\(^4\). The MoOn representation leverages the Model Development Tools (MDT) for UML2\(^5\). The MDT-UML2 package provides a graphical model representation and manipulation framework for EMF UML2 based models.

Based on the MoOn representation, a second plug-in is applied to transform this representation to OAM. For the OAM, another MDT-UML2-based object structure is created. Subsequently, SPARQL query snippets are attached in the OAM for all concepts in the MoOn that are classified as content objects.

Finally, the last plug-in is responsible to generate Java code out of the OAM representation of the API. For the code generation, we use Java Emitter Templates (JET)\(^6\). JET is a generic template engine to generate various different textual output such as Java code. The implementation has been applied to generate an API for our running example introduced in Section 2. The API is currently integrated and tested within our SemanticMM4U framework for the generation of multimedia presentations.

---


\(^3\) [http://www.eclipse.org/](http://www.eclipse.org/) last visit June 18, 2010


\(^5\) [http://www.eclipse.org/modeling/mdt/?project=uml2](http://www.eclipse.org/modeling/mdt/?project=uml2) last visit June 18, 2010

\(^6\) [http://www.eclipse.org/modeling/m2t/?project=jet](http://www.eclipse.org/modeling/m2t/?project=jet) last visit June 10, 2010
7 Related Work

The idea of generating code from an ontology definition is not new. Multiple frameworks like ActiveRDF [8], AliBaba\textsuperscript{7}, OWL2Java [5], Jena/Jastor\textsuperscript{8}, OntoJava\textsuperscript{9}, and others were developed in the past. An overview can be found at Tripresso\textsuperscript{10}, a project web site on mapping RDF to the object-oriented world.

Most of these frameworks have in common that they use a simple approach transforming each concept of the ontology into a class in a specific programming language, like Java or Ruby. Properties of the ontology concepts are transformed into fields of the declared class. But even the translation of concepts of the ontology into object-oriented software representations is not trivial, as you can see in the discussion made in [5, 3]. None of these frameworks generate ontology APIs on the level of granularity desired by an application developer.

Only Ägogo\textsuperscript{9} goes a different way. Ägogo is a programming language independent model driven approach for automatically generating ontology APIs. It introduces an intermediate step based on a Domain Specific Language (DSL). This DSL captures domain concepts necessary to map ontologies to an object-oriented representations. To achieve full support for all these features the single intermediate step of Ägogo for ontology API generation using a DSL is not sufficient.

The approach by Puleston et al. [10] combines so-called direct mappings of concepts to APIs. In the direct mapping, the ontological entities are statically mapped to a corresponding Java API. In the indirect mapping, Java classes access dynamically the external knowledge representation encoded in OWL. Thus, one part of the knowledge exists statically in the API structure whereas the other part of the model exists and is developed directly in OWL. The latter allows to use background reasoning to make specific concepts of the ontology visible to the API depending on the context of use. This work provides a flexible access to the ontological knowledge representation. However, it does not provide any criteria or support to decide which concepts of the ontology are how to be mapped to the API. Thus, unlike our approach it does not provide criteria based on the structure and semantics of the ontology definition how the API structure should look like and how it should behave.

Our approach bases on the experiences of the API generation frameworks mentioned above. We use many of the mappings proposed in the literature such as [7, 5] and apply a model-driven approach like Ägogo. But to be able to generate specific APIs for multiple application scenarios, the application developer must have full control and customization facilities on all levels of the generation process. To achieve this, our approach suggest to introduce two different intermediate step one for control and customization on ontology level and one for the same tasks on API level.

\textsuperscript{7} http://www.openrdf.org/doc/alibaba/2.0-alpha4/ last visit June 10, 2010
\textsuperscript{8} http://jastor.sourceforge.net/ last visit June 10, 2010
\textsuperscript{9} http://www.aifb.uni-karlsruhe.de/WBS/aeb/ontojava/ last visit June 10, 2010
\textsuperscript{10} http://semanticweb.org/wiki/Tripresso last visit June 12, 2010
8 Conclusion

We have presented a multi-stage model-driven approach to generate application programming interfaces (APIs) out of logics-based ontologies. In contrast to existing tool support for generating ontology APIs, we leverage the semantics specified in the input ontology such as cardinality, provide explicit support for ontology design patterns, and allow for integrate existing APIs. Our generation process makes use of the structural information in pattern-based ontologies. It generates APIs allowing the application developers to easily integrate such ontologies in the systems and alleviates them from the time-consuming API development task. In our future work, we plan to provide support for integrating and manipulating T-Box knowledge via the generated API.
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